![znak_pgee](data:image/jpeg;base64,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)

**ПРОФЕСИОНАЛНА ГИМНАЗИЯ**

**ПО ЕЛЕКТРОТЕХНИКА И ЕЛЕКТРОНИКА “АПОСТОЛ АРНАУДОВ”**

гр. Русе, ул. “Потсдам” № 3; п.к. 7005, тел. 082/84-60-96; e-mail: [info-1806301@edu.mon.bg](mailto:info-1806301@edu.mon.bg)

Д И П Л О М Е Н П Р О Е К Т

**ЗА ПРИДОБИВАНЕ НА**

**ТРЕТА СТЕПЕН НА ПРОФЕСИОНАЛНА КВАЛИФИКАЦИЯ**

**по професия код 481020 „Системен програмист“**

**специалност код 4810201 „Системно програмиране“**

**ТЕМА:**

**Механизъм за управление на данни чрез интеграция на CRUD операциите в C# колекциите**

**Ученик**: Константин Христианов Ганев

**Ръководител-консултант:** Милена Дамесова-Христова

гр. Русе

2024

**ГЛАВА ПЪРВА**

**СТРУКТУРИ ОТ ДАННИ В C# И CRUD ОПЕРАЦИИ**

1. **Въведение в C#**

C# е език за програмиране, разработен от Microsoft. Той е създаден през 2000 г. и е част от Microsoft's .NET платформа. Езикът е предназначен за разработка на разнообразни приложения, включително уеб, настолни, мобилни и облачни приложения. Ето някои ключови характеристики и концепции на C#:

* Обектно-ориентиран програмен език: C# е изцяло обектно-ориентиран, което означава, че програмите се структурират чрез обекти, които съдържат данни и методи за работа с тези данни.
* Силно типизиран език: Променливите в C# трябва да бъдат декларирани с определен тип преди да бъдат използвани, и компилаторът извършва строга проверка на типовете по време на компилацията.
* Управление на паметта: C# използва автоматично управление на паметта чрез Garbage Collector, който автоматично освобождава ресурсите, които вече не се използват.
* Интеграция с .NET Framework и .NET Core: C# е част от .NET платформата, която предоставя обширен набор от библиотеки и инструменти за разработка на различни видове приложения.
* Събитиен програмен модел: В C# събитията позволяват на програмите да реагират на събития като бутонове, мишка, клавишни комбинации и др.
* Многонишково програмиране: C# поддържа многонишково програмиране чрез използването на класовете от пространството на имена System.Threading.
* LINQ (Language Integrated Query): Предоставя декларативен начин за работа с данни, който е интегриран директно в езика.
* ASP.NET: C# се използва широко за уеб разработка чрез технологиите на ASP.NET, включително ASP.NET MVC и ASP.NET Core.

1. **Различните структури от данни в C#**

В C#, структури от данни са спецификации за организация и съхранение на данни в паметта. Някои от основните структури от данни, които се използват в C#:

* 1. **Масиви в C#**

Масивите в езика C# представляват съвкупност от няколко еднотипни променливи. Те се наричат елементи на масива. Ето какво представляват масивите:
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Фигура 1: Масив

Характеристики на масивите:

* Масивът може да бъде **едномерен**, **многомерен** или **масив от масиви**.
* Базирани са на **нулево индексиране** – това означава, че в масив с N елемента, първият елемент ще е с индекс нула, а последният с индекс N-1.
* Елементите на масива могат да бъдат от всякакъв тип, включително от тип масив.
* Стойността по подразбиране на елементите от числен тип е *нула*, за референтните типове е *null*, а за булевите типове е *false*. При масив от масиви елементите са от референтен тип и по подразбиране са *null*.
* Редът на елементите и дължината на масива са фиксирани.

// Деклариране и инициализация на масив от цели числа

int[] numbers = new int[5];

// Задаване на стойности на елементите на масива

numbers[0] = 10;

numbers[1] = 20;

numbers[2] = 30;

numbers[3] = 40;

numbers[4] = 50;

* 1. **Двумерни и многомерни масиви в C#**

В C#, многомерните масиви са структури от данни с две или повече измерения. Най-често срещаните са двумерните масиви, но е възможно да се създадат и масиви с по-голям брой измерения. Ето и някои предимства на многомерните и двумерните масиви:

* **Таблична организация:** Както двумерните, така и многомерните масиви предоставят таблична организация на данните, което улеснява работата с таблични структури.
* **Ефективен достъп до елементите:** Масивите предоставят константно време за достъп до елементите с помощта на индексацията, което ги прави ефективни при работа с данни в различни измерения.
* **Подходящи за математически операции:** Когато имаме задачи, свързани с математика и линейна алгебра, многомерните масиви са полезни за представяне на триизмерни или четириизмерни структури от данни.
  + 1. **Двумерен масив**

Двумерният масив представлява таблица с редове и колони. За да се създаде двумерен масив с 3 реда и 4 колони в C#, се използва следния синтаксис:

// Деклариране и инициализация на двумерен масив от цели числа

int[,] matrix = new int[3, 4];

* + 1. **Многомерен масив**

Можете да се създават масиви с повече от две измерения, като се промени броя на индексите при деклариране и инициализация. Ето пример за тримерен масив с 2 “слоя“, всеки с по 3 реда и 4 колони:

int[,,] threeDimensionalArray = new int[3, 4, 2];

* 1. **List в C#**

В C#, List представлява динамичен масив, който може динамично да променя своя размер по време на изпълнение на програмата. Той е част от пространството от имена System.Collections.Generic. List предоставя разнообразие от методи за работа с данните, като Add, Remove, IndexOf, Contains и много други. Ето някои основни характеристики на List в C#:

* **Динамичен размер:** List автоматично увеличава своя размер при добавяне на елементи.
* **Генеричен тип (Generics):** List използва генерични типове за гарантиране на типовата безопасност. Това означава, че по време на създаване на списъка се задава типа данни, който ще се съхранява в него.
* **Индексиране:** Елементите в List се индексират от 0, а елементите се достъпват по индекс

Пример за създаване на List и добавяне на елементи:

// Инициализация чрез конструктор

List<int> numbers1 = new List<int>();

numbers1.Add(1);

numbers2.Add(2);

numbers3.Add(3);

* 1. **Dictionary в C#**

В C#, Dictionary е структура от данни, която представлява колекция от ключ-стойност. Тя позволява бързо търсене на стойности (елементи) по ключ. Dictionary също така е част от пространството от имена System.Collections.Generic. Ето някои основни характеристики на Dictionary:

* **Ключ-стойност:** Всяка стойност в Dictionary е свързана с уникален ключ.
* **Бързо търсене:** Dictionary осигурява бърз достъп до стойности по ключ.
* **Обобщения (Generics):** Dictionary използва генерични типове за гарантиране на типовата безопасност.

// Създаване на Dictionary с ключове от тип string и стойности от тип int

Dictionary<string, int> ageDictionary = new Dictionary<string, int>();

// Добавяне на елементи

ageDictionary["Иван"] = 25;

ageDictionary["Мария"] = 30;

ageDictionary["Петър"] = 22;

В този пример се създава Dictionary, където ключовете са низове (string), а стойностите са цели числа (int). Обаче Dictionary предлага и по-сложна структура, като например:

Dictionary<string, List<string>> nameWithPhoneNumbers = new Dictionary<string, List<string>>();

nameWithPhoneNumbers

.Add("Иван", new List<string> { "+359000000001","+359000000002" });

В този пример създаваме Dictionary с ключ string и стойност, която е списък от string. След това добавяме два телефонни номера на човек с ключ “Иван”.

* 1. **Stack в C#**

В C#, Stack е структура от данни, която представлява стек – колекция от елементи, където последният добавен елемент е първият, който може да бъде извлечен. Stack е част от пространството от имена System.Collections.Generic. Ето някои основни характеристики на Stack:

* **Last In, First Out (LIFO):** Stack следва принципа "последен влиза, първи излиза", където последният добавен елемент е първият, който може да бъде извлечен.
* **Обобщения (Generics):** Stack използва генерични типове за гарантиране на типовата безопасност.
* **Методи за манипулация:** Stack предоставя методи като Push за добавяне на елемент, Pop за извличане на последния добавен елемент и Peek за връщане на стойността на последния елемент без да го извлича.

// Създаване на стек от цели числа

Stack<int> numberStack = new Stack<int>();

// Добавяне на елементи в стека

numberStack.Push(10);

numberStack.Push(20);

numberStack.Push(30);

// Извличане на последния добавен елемент

int poppedNumber = numberStack.Pop();

В този пример се създава Stack от цели числа, елементи се добавят с метода Push и се извлича последния добавен елемент с метода Pop.

* 1. **Queue в C#**

Опашката в програмирането е вид абстрактна структура от данни и е представител на абстрактните типове данни (АТД). Опашките спадат към линейните (списъчни) структури от данни, заедно със списъците и стековете. Опашката представлява крайно, линейно множество от елементи, при което елементи се добавят само най-отзад (enqueue) и се извличат само най-отпред (dequeue). Абстрактната структура опашка изпълнява условието „първият влязъл първи излиза“ (FIFO: First-In-First-Out). Това означава, че след като е добавен един елемент в края на опашката, той ще може да бъде извлечен (премахнат) единствено след като бъдат премахнати всички елементи преди него в реда, в който са добавени.

Структурата опашка и поведението на нейните елементи произхождат от ежедневната човешка дейност. Например опашка от хора, чакащи на каса за билети. Опашката има начало и край. Новодошлите хора застават последни на опашката и изчакват докато постепенно се придвижат към началото. Когато стигнат до самото начало на опашката си купуват билет и напускат опашката. По този начин опашката изпълнява функцията на буфер.

// Създаване на опашка от цели числа

Queue<int> numberQueue = new Queue<int>();

// Добавяне на елементи в опашката

numberQueue.Enqueue(10);

numberQueue.Enqueue(20);

numberQueue.Enqueue(30);

// Извличане на последния добавен елемент

int dequeuedNumber = numberQueue.Dequeue();

В този пример се създава Queue от цели числа, елементи се добавят с метода Enqueue и се извлича първия добавен елемент с метода Dequeue.

1. **CRUD операции в C#**

CRUD (Create, Read, Update, Delete) операции представляват основните операции за управление на данни в база от данни или друг вид хранилище. В C#, тези операции се изпълняват обикновено чрез работа с обекти от типове, които представляват данните. Повечето приложения разполагат с някаква форма на CRUD функционалности и на практика всеки програмист работи с такива в даден момент. В следните примери ще сравним операциите между SQL (Structured Query Language) и C#.

* 1. **Какво е SQL (Structured Query Language)**

SQL (Structured Query Language) е стандартизиран език за програмиране и управление на релационни бази данни. Този език се използва за дефиниране и манипулиране на данни в релационни бази данни (RDBMS). SQL предоставя различни команди, които позволяват на потребителите да извършват различни операции върху данните, включително създаване, четене, актуализиране и изтриване на записи.

* 1. **Create (Създаване) в C#:**

За да създадем нов обект и го добавим към списъка:

class Person

{

public int Id { get; set; }

public string Name { get; set; }

}

List<Person> people = new List<Person>();

// Създаване

Person newPerson = new Person { Id = 1, Name = "Иван" };

people.Add(newPerson);

* 1. **Create (Създаване) чрез SQL заявка:**

INSERT INTO People (Id, Name)

VALUES (1, 'Иван')

* 1. **Read (Четене) в C#:**

За да прочетем данните, използваме LINQ или обикновени цикли:

// Четене

Person personToRead = people.FirstOrDefault(p => p.Id == 1);

if (personToRead != null)

{

Console.WriteLine($"ID: {personToRead.Id}, Име: {personToRead.Name}")

}

В този пример селектираме Person с Id = 1, проверяваме дали съществува и ако съществува, изписваме на конзолата информация за съответния Person.

* 1. **Read (Четене) чрез SQL заявка:**

В следния пример ще прочетем обекта, който е с Id = 1:

SELECT Id, Name

FROM People

WHERE Id = 1

* 1. **Update (Актуализиране) в C#:**

За да актуализираме съществуващ обект:

// Актуализиране

Person personToUpdate = people.FirstOrDefault(p => p.Id == 1);

if (personToUpdate != null)

{

personToUpdate.Name = "Ново Име";

}

В този пример селектираме Person с Id = 1, проверяваме дали съществува и ако съществува, задаваме ново име на Person.

* 1. **Update (Актуализиране) чрез SQL заявка:**

В следния пример ще актуализираме името на обекта, който е с Id = 1 чрез следната заявка:

UPDATE People

SET Name = 'Ново Име'

WHERE Id = 1;

* 1. **Delete (Изтриване) в C#:**

За да изтрием обект от списъка:

Person personToDelete = people.FirstOrDefault(p => p.Id == 1);

if (personToDelete != null)

{

people.Remove(personToDelete);

}

В този пример селектираме Person с Id = 1, проверяваме дали съществува и ако съществува го изтриваме.

* 1. **Delete (Изтриване) чрез SQL заявка:**

В следния пример ще изтрием обекта с Id = 1:

DELETE FROM People

WHERE Id = 1;

**ГЛАВА ВТОРА**

**УПРАВЛЕНИЕ НА ДАННИ ЧРЕЗ I / O ПОТОЦИ**

1. **Какво представляват потоците?**

Абстракцията "поток" е основният начин за осъществяване на входно-изходна активност в съвременните обектно-ориентирани езици (C#, C++, Java, Delphi).

Потоците:

* са подредени серии от байтове
* представляват абстрактни канали за данни, до които достъпът се осъществява последователно
* предоставят механизъм за четене и писане на поредица байтове от и към устройства за съхранение или пренос на данни

1. **Потоците в .NET Framework**

Базов клас за всички потоци е абстрактният клас System.IO.Stream. В него са дефинирани методи за извършване на основните операции. Не всички потоци поддържат операциите четене, писане и позициониране. Потоците, които позволяват позициониране поддържат свойства Position и Length. Има специален поток Stream.Null, който игнорира всички опити за четене и писане.

* 1. **Типът System.IO.Stream**

По-важни методи на класа Stream:

* int Read(byte[] buffer, int, offset, int count) – чете най-много count байта от входен поток, увеличава текущата позиция и връща колко байта е прочел или 0 при край на потока.
* Read(…) може да блокира за неопределено време докато прочете поне 1 байт.
* Write(byte[] buffer, int, offset, int count) – записва в потока поредица от count байта, започвайки от дадена позиция в масив.
* Write(…) може да блокира за неопределено време, докато изпрати всички байтове към местоназначението им.

В .NET Framework повечето входно-изходни операции използват потоци. Потоците биват два вида:

* Базови потоци (base stream)
* четат и пишат данни от и към външен механизъм за съхранение на данни
* примери: FileStream, MemoryStream, NetworkStream
* Преходни потоци (pass-through streams)
* четат и пишат в други потоци, като добавят допълнителна функционалност (напр. буфериране, кодиране и компресиране)
* например: BufferedStream и CryptoStream
  1. **Основните операции с потоци са:**
     1. **Конструиране (създаване)**
* Потокът се свързва с механизма за пренос / съхранение на данни или с друг поток.
* Като параметър в конструктора на класа се подава информация за този механизъм (Например при файлов поток се посочва име на файл, а при низов поток – съответен низ)
  + 1. **Четене**
* Извличат се данни от потока
* В зависимост от типа на потока тези данни се извличат по различен начин (Например при файлов поток данните се прочитат от текущата позиция във файла)
  + 1. **Писане**
* Изпращат се данни в потока
* В зависимост от типа на потока тези данни се изпращат по различен начин (Например при писане във файл данните се записват във файла от текущата позиция)
  + 1. **Позициониране**
* премества текущата позиция на потока (ако се поддържа позициониране)
* позиционирането става спрямо текущата позиция, началото или края на потока (например при файлов поток се променя текущата позиция във файла)
  + 1. **Затваряне**
* завършва се работата с потока и се освобождават използваните ресурси (например при файлов поток се записват данните от вътрешните буфери, които не са все още записани на диска и се затваря файла)
  + 1. **Други операции**
* изпразване на вътрешните буфери (flush)
* поддържа се и асинхронно четене и писане (което ще разгледаме в темата за работа с нишки и синхронизация)
* някои специални потоци поддържат и други специфични за тях операции
  1. **Файлови потоци**

За работа с файлови потоци се използва класът FileStream. Класът FileStream:

* Наследява класа Stream и поддържа всички негови методи и свойства
* Поддържа четене, писане, позициониране (ако устройството, където се намира файла поддържа тези операции)
* В конструктора му се задава:
* име на файл
* начин на отваряне на файла
* режим на достъп
* достъп за конкурентни потребители
* Конструиране на файлов поток:

FileStream fs = new FileStream(string fileName, FileMode [, FileAccess [, FileShare]]);

* FileMode – начин на отваряне на файла
* Open, Append, Create, CreateNew, OpenOrCreate, Truncate
* FileAccess – режим на отваряне на файла
* Read, Write, ReadWrite
* FileShare – режим на достъп за други потребители докато ние държим отворен файла

1. **Четци и писачи**

Четците и писачите са класове, които:

* Улесняват работата с потоци
* Позволяват четене и писане на различни структури от данни, например примитивните типове, текстова информация и други типове
* Биват двоични и текстови

Класовете BinaryReader и BinaryWriter:

* осигуряват четене и записване на примитивните типове данни в двоичен вид
* ReadChar(), ReadChars(), ReadInt32(), ReadDouble()
* Write(char), Write(char[ ]), Write(Int32), Write(Double)
* позволяват четене и писане на string, като го записват като масив от символи, предхождан от дължината му: ReadString(), Write(string)
  1. **Бинарни четци и писачи**

Имаме бинарен файл със записи във формат (име: string, възраст: int). За добавяне и четене на записи можем да ползваме следния код:

static void AppendPerson(BinaryWriter aWriter, string aName, int aAge)

{

aWriter.Write(aName);

aWriter.Write(aAge);

}

static void ReadPerson(BinaryReader aReader, out string aName, out int aAge)

{

aName = aReader.ReadString();

aAge = aReader.ReadInt32();

}

* 1. **Текстови четци и писачи**

Класовете TextReader и TextWriter:

* осигуряват четене и записване на текстова информация (низове, разделени с нов ред)
* използват се по същия начин като класа Console (има ReadLine(), WriteLine(…), …)
* символът за нов ред е различен за различните платформи:
* LF (0x0A) – в Unix и Linux
* CR LF (0x0D 0x0A) – в Windows и DOS
* ReadLine() – прочита текстов ред
* ReadToEnd() – прочита всичко до края на потока
* Write(…) – пише текст в потока
* WriteLine(…) – пише текстов ред в потока

Класовете TextReader и TextWriter са абстрактни и не се използват директно. Използват се следните класове:

* StreamReader – чете текстови данни от поток
* StringReader – чете текстови данни от низ
* StreamWriter – пише текстови данни в поток
* StringWriter – пише текстови данни в низ, използва вътрешно StringBuilder

Пример:

* Даден е текстов файл. Искаме да добавим номерация в началото на всеки ред от файла
* Използваме StreamReader и StreamWriter, четем всеки ред и го отпечатваме като добавяме номерация

// Номериране на редовете на текстов файл

static void Main(string[] args)

{

StreamReader reader = new StreamReader("in.txt");

using (reader)

{

StreamWriter writer = new StreamWriter("out.txt");

using (writer)

{

int lineNumber = 0;

string line = reader.ReadLine();

while (line != null)

{

lineNumber++;

writer.WriteLine("{0,5} {1}",

lineNumber, line);

line = reader.ReadLine();

}

}

}

}

1. **Класовете File и FileInfo**

В C#, File и FileInfo са два класа, които предоставят удобни начини за работа с файлове.

* 1. **File клас:**

File е статичен клас, предоставящ статични методи за извършване на различни операции с файлове като създаване, копиране, преместване, изтриване и други. Пример за използване на методи от File:

using System;

using System.IO;

class Program

{

static void Main()

{

// Пример за създаване на файл и запис на текст в него

File.WriteAllText("пример.txt", "Здравей, файл!");

// Пример за четене на съдържание на файл

string съдържание = File.ReadAllText("пример.txt");

Console.WriteLine(съдържание);

}

}

* 1. **FileInfo**

FileInfo представлява конкретен файл и предоставя екземплярни методи и свойства за управление на файловете. Пример за използване на FileInfo:

using System;

using System.IO;

class Program

{

static void Main()

{

// Създаване на обект FileInfo

FileInfo fileInfo = new FileInfo("пример.txt");

// Получаване на информация за файл

Console.WriteLine($"Име на файла: {fileInfo.Name}");

Console.WriteLine($"Размер на файла: {fileInfo.Length} байта");

Console.WriteLine($"Време на създаване: {fileInfo.CreationTime}");

Console.WriteLine($"Време на последен достъп: {fileInfo.LastAccessTime}");

// Четене на съдържание на файла чрез обект FileInfo

string съдържание = fileInfo.OpenText().ReadToEnd();

Console.WriteLine($"Съдържание на файла: {съдържание}");

}

}

**ГЛАВА ТРЕТА**

**ПРИЛОЖЕНИЕ ЗА МЕНИДЖМЪНТ НА ИНДУСТРИАЛНА ИНФОРМАЦИЯ**

Приложението е предназначено за работа и мениджмънт с индустриална информация. Идеята за направата му идва от ограниченията в работните акаунти на фирмата „Husqvarna Ruse“ ЕООД, за да може всеки, който работи там да има достъп на локално ниво до данните на всяка тяхна машина, без да се интересува от ограниченията на акаунтите им. До този момент те са използвали софтуер за управление на производството (Navision) и Excel за записване и складиране на данните за машините. Приложението има за цел да измести използването на публични акаунти в приложенията на Microsoft.

1. **Използвани технологии**

За IDE (Интегрирана среда за разработка) на приложението е използвано Microsoft Visual Studio 2022, за дизайнер - Windows Forms. Приложението също така е написано изцяло на C#.

* 1. **Microsoft Visual Studio 2022**

Microsoft Visual Studio е мощна интегрирана среда за разработка на софтуерни приложения за Windows и за платформата .NET Framework. Използва се за разработка на конзолни и графични потребителски интерфейс приложения, както и Windows Forms или WPF приложения, уеб сайтове, уеб приложения и уеб услуги на всички поддържани платформи от Microsoft Windows, Windows Mobile, Windows CE, .NET Framework, .NET Compact Framework и Microsoft Silverlight.

Visual Studio предоставя интегрирана среда за писане на код, компилиране, изпълнение, дебъгване (както за високо така и за машинно ниво), тестване на приложения, дизайн на потребителски интерфейс (форми, диалози, уеб страници, визуални контроли и други), моделиране на данни, моделиране на класове, изпълнение на тестове, пакетиране на приложения и стотици други функции.

* 1. **Windows Forms**

Windows форми е графична (GUI) библиотека от класове в състава на Microsoft .NET Framework, която предоставя платформа за писане на клиентски приложения за настолни компютри, лаптопи и таблети.

Дизайнерът Windows Forms се използва за създаването на приложения с графичен потребителски интерфейс. Този дизайнер позволява да се добавят и оформят различни менюта и бутони. Полетата показващи някакви данни, могат да бъдат свързвани с различни източници на данни, като бази данни или заявки. Тези полета се добавят чрез изтегляне от прозореца Data Sources върху създадения формуляр.

Потребителският интерфейс задължително се свързва с програмен код, за създаването на приложение.

* + 1. **Архитектура**

Изработените с помощта на Windows форми приложения се задействат при настъпване на определено събитие или при определено действие от страна на потребителя, като например попълване на текстово поле или посочване и щракване на бутон.

Windows формите предоставят достъп до стандартните вградени контроли на Windows User Interface, като комбинира Windows API и т.нар. managed code.

* + 1. **Характеристики**

Всички визуални елементи в библиотеката Windows Forms са получени от класа Control. Това осигурява минималната необходима информация за всеки елемент от потребителския интерфейс, като например местоположение, размер, цвят, шрифт, текст, както и чести събития, като посочване и щракване и влачене и пускане.

1. **Функционалност на приложението**

Приложението е направено с помощта на CRUD операциите. Всяка една от операциите на CRUD е имплементирана посредством I / O потоци.